Strategy Pattern

Definition

Define a family of algorithms, encapsulate each one, and make them interchangeable. Strategy lets the algorithm vary independently from clients that use it.

Explanation

In computer programming, the strategy pattern (also known as the policy pattern) is a software design pattern that enables an algorithm’s behavior to be selected at runtime. The strategy pattern:

1. defines a family of algorithms,
2. encapsulates each algorithm, and
3. makes the algorithms interchangeable within that family.

Strategy lets the algorithm vary independently from clients that use it. For instance, a class that performs validation on incoming data may use a strategy pattern to select a validation algorithm based on the type of data, the source of the data, user choice, or other discriminating factors. These factors are not known for each case until run-time, and may require radically different validation to be performed. The validation strategies, encapsulated separately from the validating object, may be used by other validating objects in different areas of the system (or even different systems) without code duplication.

![](data:image/png;base64,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)

TypeScript Code

module Strategy {

interface ISortStrategy<T> {

sort<T>(items: Array<T>, comparer: (left: T, right: T) => number);

}

class StandardSortStrategy<T> implements ISortStrategy<T> {

public sort<T>(items: Array<T>, comparer: (left: T, right: T) => number) {

items = items.sort(comparer);

}

}

class InsertionSortStrategy<T> implements ISortStrategy<T> {

public sort<T>(items: Array<T>, comparer: (left: T, right: T) => number) {

var len = items.length;

if (len < 2) {

return;

}

var j = 0;

var previous: T, left: T = items[0];

for (var i = 1; i < len; i++) {

previous = left;

left = items[i];

j = (comparer(previous, left) <= 0) ? ++j : 0;

while (j < i) {

var right = items[j];

if (comparer(left, right) < 0) {

items.splice(i, 1);

items.splice(j, 0, left);

break;

} else {

j++;

}

}

}

}

}

class MergeSortStrategy<T> implements ISortStrategy<T> {

public sort<T>(items: Array<T>, comparer: (left: T, right: T) => number) {

if (items.length < 2) {

return items;

}

var sortedArrays: Array<Array<T>> = items.map((value) => { return [value]; });

var leftArray: Array<T>, rightArray: Array<T>;

while (sortedArrays.length > 1) {

leftArray = sortedArrays.shift();

rightArray = sortedArrays.shift();

var result = new Array<T>();

var left = leftArray.shift();

var right = rightArray.shift();

do {

if (comparer(left, right) <= 0) {

result.push(left);

left = leftArray.shift();

} else {

result.push(right);

right = rightArray.shift();

}

} while (left !== undefined && right !== undefined)

while (left !== undefined) {

result.push(left);

left = leftArray.shift();

}

while (right !== undefined) {

result.push(right);

right = rightArray.shift();

}

sortedArrays.push(result);

}

var sortedItems = sortedArrays[0];

for (var i = 0; i < items.length; i++) {

items[i] = sortedItems.shift();

}

}

}

class SortableList<T>{

private \_items: Array<T> = new Array<T>();

constructor(items: Array<T>) {

this.sortStrategy = new StandardSortStrategy<T>();

this.\_items = this.\_items.concat(items);

}

public add(items: Array<T>) {

this.\_items = this.\_items.concat(items);

}

public get items(): Array<T> {

return this.\_items;

}

public sortStrategy: ISortStrategy<T>;

protected comparer: (left: T, right: T) => number = (left: T, right: T) => { return (left < right) ? -1 : 1; };

public sort() {

this.sortStrategy.sort(this.\_items, this.comparer);

}

}

class SortableNumberList extends SortableList<number>{

constructor(items: Array<number>) {

super(items);

}

}

window.addEventListener("load", function () {

var randomNumbers = new Array<number>();

var lenght = 50;

while (lenght--) {

randomNumbers.push(Math.round(Math.random() \* 1000));

}

var sortableList1 = new SortableNumberList(randomNumbers);

sortableList1.sort();

Output.WriteLine("Sorted using the standard sort strategie:");

Output.WriteLine(sortableList1.items.join("|"));

var sortableList2 = new SortableNumberList(randomNumbers);

sortableList2.sortStrategy = new MergeSortStrategy<number>();

sortableList2.sort();

Output.WriteLine("Sorted using the merge sort strategie:");

Output.WriteLine(sortableList2.items.join("|"));

var sortableList3 = new SortableNumberList(randomNumbers);

sortableList3.sortStrategy = new InsertionSortStrategy<number>();

sortableList3.sort();

Output.WriteLine("Sorted using the insertion sort strategie:");

Output.WriteLine(sortableList3.items.join("|"));

});

}

Output

Sorted using the standard sort strategy:  
6|15|17|43|169|213|219|226|237|242|258|261|281|301|333|345|354|364|384|398|431|434|458|482|485|508|533|576|589|616|627|655|659|676|682|684|686|687|723|733|803|822|858|869|877|889|901|931|934|946

Sorted using the merge sort strategy:  
6|15|17|43|169|213|219|226|237|242|258|261|281|301|333|345|354|364|384|398|431|434|458|482|485|508|533|576|589|616|627|655|659|676|682|684|686|687|723|733|803|822|858|869|877|889|901|931|934|946

Sorted using the insertion sort strategy:  
6|15|17|43|169|213|219|226|237|242|258|261|281|301|333|345|354|364|384|398|431|434|458|482|485|508|533|576|589|616|627|655|659|676|682|684|686|687|723|733|803|822|858|869|877|889|901|931|934|946

# Builder Pattern

## Definition

Separate the construction of a complex object from its representation so that the same construction process can create different representations.

## Explanation

The builder pattern is an object creation software design pattern. Unlike the abstract factory pattern and the factory method pattern whose intention is to enable polymorphism, the intention of the builder pattern is to find a solution to the telescoping constructor anti-pattern. The telescoping constructor anti-pattern occurs when the increase of object constructor parameter combination leads to an exponential list of constructors. Instead of using numerous constructors, the builder pattern uses another object, a builder, that receives each initialization parameter step by step and then returns the resulting constructed object at once.

The builder pattern has another benefit. It can be used for objects that contain flat data (html code, SQL query, X.509 certificate…), that is to say, data that can’t be easily edited. This type of data cannot be edited step by step and must be edited at once. The best way to construct such an object is to use a builder class.

Builder often builds a Composite. Often, designs start out using Factory Method (less complicated, more customizable, subclasses proliferate) and evolve toward Abstract Factory, Prototype, or Builder (more flexible, more complex) as the designer discovers where more flexibility is needed. Sometimes creational patterns are complementary: Builder can use one of the other patterns to implement which components are built. Builders are good candidates for a fluent interface.
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## TypeScript Code

module Builder {

class Shop {

private \_vehicleBuilder: VehicleBuilder;

public Construct(vehicleBuilder: VehicleBuilder): void {

this.\_vehicleBuilder = vehicleBuilder;

this.\_vehicleBuilder.BuildFrame();

this.\_vehicleBuilder.BuildEngine();

this.\_vehicleBuilder.BuildWheels();

this.\_vehicleBuilder.BuildDoors();

}

public ShowVehicle(): void {

this.\_vehicleBuilder.vehicle.display();

}

}

class VehicleBuilder {

private \_vehicle: Vehicle = null;

constructor(public vehicleType: VehicleType) {

this.\_vehicle = new Vehicle(vehicleType);

}

public get vehicle(): Vehicle {

return this.\_vehicle;

}

public BuildFrame(): void {

throw new Error("Not implemented.");

}

public BuildEngine(): void {

throw new Error("Not implemented.");

}

public BuildWheels(): void {

throw new Error("Not implemented.");

}

public BuildDoors(): void {

throw new Error("Not implemented.");

}

}

class CarBuilder extends VehicleBuilder {

constructor() {

super(VehicleType.Car);

}

public BuildFrame(): void {

this.vehicle.parts[PartType.Frame] = "Car Frame";

}

public BuildEngine(): void {

this.vehicle.parts[PartType.Engine] = "2500 cc";

}

public BuildWheels(): void {

this.vehicle.parts[PartType.Wheel] = "4";

}

public BuildDoors(): void {

this.vehicle.parts[PartType.Door] = "4";

}

}

class MotorCycleBuilder extends VehicleBuilder {

constructor() {

super(VehicleType.MotorCycle);

}

public BuildFrame(): void {

this.vehicle.parts[PartType.Frame] = "MotorCycle Frame";

}

public BuildEngine(): void {

this.vehicle.parts[PartType.Engine] = "500 cc";

}

public BuildWheels(): void {

this.vehicle.parts[PartType.Wheel] = "2";

}

public BuildDoors(): void {

this.vehicle.parts[PartType.Door] = "0";

}

}

class ScooterBuilder extends VehicleBuilder {

constructor() {

super(VehicleType.Scooter);

}

public BuildFrame(): void {

this.vehicle.parts[PartType.Frame] = "Scooter Frame";

}

public BuildEngine(): void {

this.vehicle.parts[PartType.Engine] = "50 cc";

}

public BuildWheels(): void {

this.vehicle.parts[PartType.Wheel] = "2";

}

public BuildDoors(): void {

this.vehicle.parts[PartType.Door] = "0";

}

}

class Vehicle {

constructor(public vehicleType: VehicleType) {

this.vehicleType = vehicleType;

}

private \_parts: {} = {};

public get parts(): {} {

return this.\_parts;

}

public display() {

Output.WriteLine("---------------------------");

Output.WriteLine("Vehicle Type : " + VehicleType[this.vehicleType]);

Output.WriteLine("Frame :" + this.parts[PartType.Frame]);

Output.WriteLine("Engine :" + this.parts[PartType.Engine]);

Output.WriteLine("#Wheels :" + this.parts[PartType.Wheel]);

Output.WriteLine("#Doors :" + this.parts[PartType.Door]);

Output.WriteLine("---------------------------");

}

}

enum VehicleType {

Car,

Scooter,

MotorCycle

}

enum PartType {

Frame,

Engine,

Wheel,

Door

}

window.addEventListener("load", function () {

var shop = new Shop();

shop.Construct(new ScooterBuilder());

shop.ShowVehicle();

shop.Construct(new CarBuilder());

shop.ShowVehicle();

shop.Construct(new MotorCycleBuilder());

shop.ShowVehicle();

});

}

## Output

|  |  |  |
| --- | --- | --- |
| ---------------------------  Vehicle Type : Scooter Frame :Scooter Frame Engine :50 cc #Wheels :2 #Doors :0 --------------------------- | --------------------------- Vehicle Type : Car Frame :Car Frame Engine :2500 cc #Wheels :4 #Doors :4 --------------------------- | --------------------------- Vehicle Type : MotorCycle Frame :MotorCycle Frame Engine :500 cc #Wheels :2 #Doors :0 --------------------------- |

# Singleton Pattern

## Definition

Ensure a class has only one instance and provide a global point of access to it.

## Explanation

In software engineering, the singleton pattern is a design pattern that restricts the instantiation of a class to one object. This is useful when exactly one object is needed to coordinate actions across the system. The concept is sometimes generalized to systems that operate more efficiently when only one object exists, or that restrict the instantiation to a certain number of objects. The term comes from the mathematical concept of a singleton.

There is criticism of the use of the singleton pattern, as some consider it an anti-pattern, judging that it is overused, introduces unnecessary restrictions in situations where a sole instance of a class is not actually required, and introduces global state into an application.

Common use:

* The Abstract Factory, Builder, and Prototype patterns can use Singletons in their implementation.
* Facade objects are often singletons because only one Facade object is required.
* State objects are often singletons.
* Singletons are often preferred to global variables because: They do not pollute the global namespace (or, in languages with namespaces, their containing namespace) with unnecessary variables.
* They permit lazy allocation and initialization, whereas global variables in many languages will always consume resources.

Implementation of a singleton pattern must satisfy the single instance and global access principles. It requires a mechanism to access the singleton class member without creating a class object and a mechanism to persist the value of class members among class objects. The singleton pattern is implemented by creating a class with a method that creates a new instance of the class if one does not exist. If an instance already exists, it simply returns a reference to that object. To make sure that the object cannot be instantiated any other way, the constructor is made private. Note the distinction between a simple static instance of a class and a singleton: although a singleton can be implemented as a static instance, it can also be lazily constructed, requiring no memory or resources until needed.

The singleton pattern must be carefully constructed in multi-threaded applications. If two threads are to execute the creation method at the same time when a singleton does not yet exist, they both must check for an instance of the singleton and then only one should create the new one. If the programming language has concurrent processing capabilities the method should be constructed to execute as a mutually exclusive operation. The classic solution to this problem is to use mutual exclusion on the class that indicates that the object is being instantiated.
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## TypeScript Code

module Singleton {

class Singleton {

public counter: number = 0;

private static \_instance: Singleton = null;

constructor() {

if (Singleton.\_instance) {

throw new Error("Error: Instantiation failed: Use Singleton.current instead of new.");

}

Singleton.\_instance = this;

}

public static get current(): Singleton {

if (Singleton.\_instance === null) {

Singleton.\_instance = new Singleton();

}

return Singleton.\_instance;

}

public display() {

Output.WriteLine("The Singleton counter has a value of:" + this.counter);

}

}

window.addEventListener("load", function () {

var singleton1 = Singleton.current;

singleton1.display();

var singleton2 = Singleton.current;

singleton2.counter++;

singleton1.display();

try {

var singleton3 = new Singleton();

} catch (error) {

Output.WriteLine(error.message);

}

singleton2.counter++;

singleton1.display();

});

}

## Output

The Singleton counter has a value of:0  
The Singleton counter has a value of:1  
Error: Instantiation failed: Use Singleton.current instead of new.  
The Singleton counter has a value of:2

# Adapter Pattern

Definition

Convert the interface of a class into another interface clients expect. Adapter lets classes work together that couldn’t otherwise because of incompatible interfaces.

Explanation

An adapter helps two incompatible interfaces to work together. This is the real world definition for an adapter. Interfaces may be incompatible but the inner functionality should suit the need. The Adapter design pattern allows otherwise incompatible classes to work together by converting the interface of one class into an interface expected by the clients.

The adapter pattern is useful in situations where an already existing class provides some or all of the services you need but does not use the interface you need. A good real life example is an adapter that converts the interface of a Document Object Model of an XML document into a tree structure that can be displayed.
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TypeScript Code

module ThirdpartyLib {

export class StringNewsServer {

public userName: string;

public passWord: string;

public getString(): string {

/\* validate userName and passWord then \*/

return "StringNewsServer.newsItem1;StringNewsServer.newsItem2;StringNewsServer.newsItem3";

}

}

export class ArrayNewsServer {

public url: string;

public getArray(): Array {

/\* use url to fetch data then \*/

return ["ArrayNewsServer.newsItem1", "ArrayNewsServer.newsItem2", "ArrayNewsServer.newsItem3"];

}

}

}

module News {

export interface INewsServerInterface {

getNews(): Array;

}

export class NewsLoader {

public Load(server: INewsServerInterface) {

var news = server.getNews();

news.forEach((value: string) => {

Output.WriteLine(value);

});

}

}

export class StringNewsServerAdapter implements INewsServerInterface {

private newsServer: ThirdpartyLib.StringNewsServer;

constructor() {

this.newsServer = new ThirdpartyLib.StringNewsServer();

this.newsServer.userName = "userName";

this.newsServer.passWord = "passWord";

}

public getNews() {

var items = this.newsServer.getString();

return items.split(";");

}

}

export class ArrayNewsServerAdapter implements INewsServerInterface {

private newsServer: ThirdpartyLib.ArrayNewsServer;

constructor() {

this.newsServer = new ThirdpartyLib.ArrayNewsServer();

this.newsServer.url = "http://mynews.com";

}

public getNews() {

return this.newsServer.getArray();

}

}

window.addEventListener("load", function () {

var newsLoader = new NewsLoader();

var arrayNewsServer = new ArrayNewsServerAdapter();

newsLoader.Load(arrayNewsServer);

var stringNewsServer = new StringNewsServerAdapter();

newsLoader.Load(stringNewsServer);

});

}

Output

ArrayNewsServer.newsItem1  
ArrayNewsServer.newsItem2  
ArrayNewsServer.newsItem3  
StringNewsServer.newsItem1  
StringNewsServer.newsItem2  
StringNewsServer.newsItem3

# Façade Pattern

## Definition

Provide a unified interface to a set of interfaces in a subsystem. Façade defines a higher-level interface that makes the subsystem easier to use.

## Explanation

The facade pattern (or façade pattern) is a software design pattern commonly used with object-oriented programming. The name is by analogy to an architectural facade.

A facade is an object that provides a simplified interface to a larger body of code, such as a class library. A facade can:

* make a software library easier to use, understand and test, since the facade has convenient methods for common tasks;
* make the library more readable, for the same reason;
* reduce dependencies of outside code on the inner workings of a library, since most code uses the facade, thus allowing more flexibility in developing the system;
* wrap a poorly designed collection of APIs with a single well-designed API (as per task needs).

The Facade design pattern is often used when a system is very complex or difficult to understand because the system has a large number of interdependent classes or its source code is unavailable. This pattern hides the complexities of the larger system and provides a simpler interface to the client. It typically involves a single wrapper class which contains a set of members required by client. These members access the system on behalf of the facade client and hide the implementation details.

A Facade is used when an easier or simpler interface to an underlying object is desired. Alternatively, an adapter can be used when the wrapper must respect a particular interface and must support polymorphic behavior. A decorator makes it possible to add or alter behavior of an interface at run-time.

**Adapter**

Converts one interface to another so that it matches what the client is expecting.

**Decorator**

Dynamically adds responsibility to the interface by wrapping the original code.

**Facade**

Provides a simplified interface.
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## TypeScript Code

module Facade {

class Customer {

constructor(public name: string) {

}

}

class Bank {

public static hasSufficientSavings(customer: Customer, amount: number): boolean {

Output.WriteLine("Check bank for " + customer.name);

return true;

}

}

class Credit {

public static hasGoodCredit(customer: Customer): boolean {

Output.WriteLine("Check credit for " + customer.name);

return true;

}

}

class Loan {

public static hasNoBadLoans(customer: Customer): boolean {

Output.WriteLine("Check loans for " + customer.name);

return true;

}

}

class Mortgage {

public static IsEligible(customer: Customer, amount: number): boolean {

Output.WriteLine(customer.name + " applies for a loan of " + amount + " dollar.");

var eligible: boolean = true;

if (!Bank.hasSufficientSavings(customer, amount)) {

eligible = false;

}

else if (!Loan.hasNoBadLoans(customer)) {

eligible = false;

}

else if (!Credit.hasGoodCredit(customer)) {

eligible = false;

}

return eligible;

}

}

window.addEventListener("load", function () {

var customer = new Customer("Wesley Bakker");

var elegible: boolean = Mortgage.IsEligible(customer, 1000000);

Output.WriteLine(customer.name + " has been " + (elegible ? "approved" : "rejected"));

});

}

## Output

Wesley Bakker applies for a loan of 1000000 dollar.  
Check bank for Wesley Bakker  
Check loans for Wesley Bakker  
Check credit for Wesley Bakker  
Wesley Bakker has been approved

Observer Pattern

Definition

Define a one-to-many dependency between objects so that when one object changes state, all its dependents are notified and updated automatically.

Explanation

The observer pattern is a software design pattern in which an object, called the subject, maintains a list of its dependents, called observers, and notifies them automatically of any state changes, usually by calling one of their methods. It is mainly used to implement distributed event handling systems. The Observer pattern is also a key part in the familiar model–view–controller (MVC) architectural pattern. The observer pattern is implemented in numerous programming libraries and systems, including almost all GUI toolkits.
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TypeScript Code

module Observer {

export interface IEvent<T> {

add(eventHandler: (sender: any, eventArgs: T) => void): void;

remove(eventHandler: (sender: any, eventArgs: T) => void): void;

}

export class Event<T> implements IEvent<T> {

private \_eventHandlers: Array<(sender: any, eventArgs: T) => void>;

constructor() {

this.\_eventHandlers = new Array<(sender: any, eventArgs: T) => void>();

}

public add(eventHandler: (sender: any, eventArgs: T) => void): void {

if (this.\_eventHandlers.indexOf(eventHandler) === -1) {

this.\_eventHandlers.push(eventHandler);

}

}

public remove(eventHandler: (sender: any, eventArgs: T) => void): void {

var i = this.\_eventHandlers.indexOf(eventHandler);

if (i !== -1) {

this.\_eventHandlers.splice(i, 1);

}

}

public raise(sender: any, e: T): void {

for (var i = 0, j = this.\_eventHandlers.length; i < j; i++) {

try {

this.\_eventHandlers[i](sender, e);

}

catch(ex) { /\*Errors in eventhandlers should not prevent other handlers to be called.\*/ }

}

}

}

export class PropertyChangedEventArgs {

private \_propertyName: string;

private \_before: any;

private \_after: any;

constructor(propertyName: string, before?: any, after?: any) {

this.\_propertyName = propertyName;

this.\_before = before;

this.\_after = after;

}

public get propertyName(): string {

return this.\_propertyName;

}

public get before(): any {

return this.\_before;

}

public get after(): any {

return this.\_after;

}

}

export interface INotifyPropertyChanged {

propertyChanged: IEvent<PropertyChangedEventArgs>;

}

export class ObservableObject implements INotifyPropertyChanged {

private \_propertyChanged: Event<PropertyChangedEventArgs>;

constructor() {

this.\_propertyChanged = new Event<PropertyChangedEventArgs>();

}

public get propertyChanged(): IEvent<PropertyChangedEventArgs> {

return this.\_propertyChanged;

}

protected onPropertyChanged(eventArgs: PropertyChangedEventArgs) {

this.\_propertyChanged.raise(this, eventArgs);

}

}

export class Employee extends ObservableObject {

private \_name: string;

private \_role: string;

constructor(name: string, role: string) {

super();

this.\_name = name;

this.\_role = role;

}

public get name(): string {

return this.\_name;

}

public set name(value: string) {

if (this.\_name !== value) {

var eventArgs = new PropertyChangedEventArgs("name", this.\_name, value);

this.\_name = value;

this.onPropertyChanged(eventArgs);

}

}

public get role(): string {

return this.\_role;

}

public set role(value: string) {

if (this.\_role !== value) {

var eventArgs = new PropertyChangedEventArgs("role", this.\_role, value);

this.\_role = value;

this.onPropertyChanged(eventArgs);

}

}

private \_isDirty: boolean = false;

public get isDirty(): boolean {

return this.\_isDirty;

}

protected onPropertyChanged(eventArgs: PropertyChangedEventArgs) {

this.\_isDirty = true;

super.onPropertyChanged(eventArgs);

}

}

window.addEventListener("load", function () {

var employee = new Employee("Wesley", "Developer");

employee.propertyChanged.add(function (sender: any, e: PropertyChangedEventArgs) {

Output.WriteLine("The property '" + e.propertyName + "' " +

"changed from '" + e.before + "' " +

"to '" + e.after + "'.");

});

employee.name = "Norbert";

employee.role = "Lead Developer";

employee.name = "Jos";

employee.role = "Junior Developer";

});

}

Output

The property 'name' changed from 'Wesley' to 'Norbert'.  
The property 'role' changed from 'Developer' to 'Lead Developer'.  
The property 'name' changed from 'Norbert' to 'Jos'.  
The property 'role' changed from 'Lead Developer' to 'Junior Developer'.

State Pattern

Definition

Allow an object to alter its behavior when its internal state changes. The object will appear to change its class.

Explanation

This pattern is used in computer programming to encapsulate varying behavior for the same routine based on an object’s state object. This can be a cleaner way for an object to change its behavior at runtime without resorting to large monolithic conditional statements.
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TypeScript Code

module State {

interface IMusicPlayerState {

start();

stop();

pauze();

}

class StoppedState implements IMusicPlayerState {

constructor(private player: MusicPlayer) {

}

public start() {

Output.WriteLine("Start playing.");

this.player.\_state = new StartedState(this.player);

}

public stop() {

Output.WriteLine("Already stopped!");

}

public pauze() {

Output.WriteLine("I'm not started!");

}

}

class StartedState implements IMusicPlayerState {

constructor(private player: MusicPlayer) {

}

public start() {

Output.WriteLine("Already started!");

}

public stop() {

Output.WriteLine("Stopped playing.");

this.player.\_state = new StoppedState(this.player);

}

public pauze() {

Output.WriteLine("Pauzed playing.");

this.player.\_state = new PauzedState(this.player);

}

}

class PauzedState implements IMusicPlayerState {

constructor(private player: MusicPlayer) {

}

public start() {

Output.WriteLine("Continue playing.");

this.player.\_state = new StartedState(this.player);

}

public stop() {

Output.WriteLine("Stop playing!");

this.player.\_state = new StoppedState(this.player);

}

public pauze() {

Output.WriteLine("Already pauzed.");

}

}

export class MusicPlayer {

public \_state: IMusicPlayerState;

constructor() {

this.\_state = new StoppedState(this);

}

public start() {

this.\_state.start();

}

public stop() {

this.\_state.stop();

}

public pauze() {

this.\_state.pauze();

}

}

}

window.addEventListener("load", function () {

var musicPlayer = new State.MusicPlayer();

musicPlayer.stop();

musicPlayer.start();

musicPlayer.start();

musicPlayer.pauze();

musicPlayer.start();

musicPlayer.stop();

});

Output

Already stopped!  
Start playing.  
Already started!   
Pauzed playing.  
Continue playing.  
Stopped playing.

Factory Method Pattern

Definition

Define an interface for creating an object, but let subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses.

Explanation

Creating an object often requires complex processes not appropriate to include within a composing object. The object’s creation may lead to a significant duplication of code, may require information not accessible to the composing object, may not provide a sufficient level of abstraction, or may otherwise not be part of the composing object’s concerns. The factory method design pattern handles these problems by defining a separate method for creating the objects, which subclasses can then override to specify the derived type of product that will be created.

The factory method pattern relies on inheritance, as object creation is delegated to subclasses that implement the factory method to create objects.
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TypeScript Code

module FactoryMethod {

class Page {

private \_type: string;

constructor(type: string) {

this.\_type = type;

}

public get Type(): string {

return this.\_type;

}

}

class SkillsPage extends Page {

constructor() {

super("SkillsPage");

}

}

class EducationPage extends Page {

constructor() {

super("EducationPage");

}

}

class ExperiencePage extends Page {

constructor() {

super("ExperiencePage");

}

}

class IntroductionPage extends Page {

constructor() {

super("IntroductionPage");

}

}

class ResultsPage extends Page {

constructor() {

super("ResultsPage");

}

}

class ConclusionPage extends Page {

constructor() {

super("ConclusionPage");

}

}

class SummaryPage extends Page {

constructor() {

super("SummaryPage");

}

}

class BibliographyPage extends Page {

constructor() {

super("BibliographyPage");

}

}

class PageFactory {

private \_pages: Array = new Array();

private \_type: string;

constructor(type: string) {

this.\_type = type;

this.createPages();

}

public get type(): string {

return this.\_type;

}

public get pages(): Array {

return this.\_pages;

}

public createPages(): void {

throw new Error("Method not implemented");

}

}

class Resume extends PageFactory {

constructor() {

super("Resume");

}

public createPages(): void {

this.pages.push(new SkillsPage());

this.pages.push(new EducationPage());

this.pages.push(new ExperiencePage());

}

}

class Report extends PageFactory {

constructor() {

super("Report");

}

public createPages(): void {

this.pages.push(new IntroductionPage());

this.pages.push(new ResultsPage());

this.pages.push(new ConclusionPage());

this.pages.push(new SummaryPage());

this.pages.push(new BibliographyPage());

}

}

window.addEventListener("load", function () {

var factories: Array = new Array(new Resume(), new Report());

factories.forEach((factory: PageFactory) => {

Output.WriteLine("The " + factory.type + " contains the following pages:");

factory.pages.forEach((page: Page) => {

Output.WriteLine("--" + page.Type);

});

});

});

}

Output

The Resume contains the following pages:  
--SkillsPage  
--EducationPage  
--ExperiencePage  
The Report contains the following pages:  
--IntroductionPage  
--ResultsPage  
--ConclusionPage  
--SummaryPage  
--BibliographyPage

# ****Object Pool**** Design Pattern

### **Intent**

Object pooling can offer a significant performance boost; it is most effective in situations where the cost of initializing a class instance is high, the rate of instantiation of a class is high, and the number of instantiations in use at any one time is low.

### **Problem**

Object pools (otherwise known as resource pools) are used to manage the object caching. A client with access to a Object pool can avoid creating a new Objects by simply asking the pool for one that has already been instantiated instead. Generally the pool will be a growing pool, i.e. the pool itself will create new objects if the pool is empty, or we can have a pool, which restricts the number of objects created.

It is desirable to keep all Reusable objects that are not currently in use in the same object pool so that they can be managed by one coherent policy. To achieve this, the Reusable Pool class is designed to be a singleton class.

### Discussion

The Object Pool lets others "check out" objects from its pool, when those objects are no longer needed by their processes, they are returned to the pool in order to be reused.

However, we don't want a process to have to wait for a particular object to be released, so the Object Pool also instantiates new objects as they are required, but must also implement a facility to clean up unused objects periodically.

### **Structure**

The general idea for the Connection Pool pattern is that if instances of a class can be reused, you avoid creating instances of the class by reusing them.
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* **Reusable** - Instances of classes in this role collaborate with other objects for a limited amount of time, then they are no longer needed for that collaboration.
* **Client** - Instances of classes in this role use Reusable objects.
* **ReusablePool** - Instances of classes in this role manage Reusable objects for use by Client objects.

Usually, it is desirable to keep all Reusable objects that are not currently in use in the same object pool so that they can be managed by one coherent policy. To achieve this, the ReusablePool class is designed to be a singleton class. Its constructor(s) are private, which forces other classes to call its getInstance method to get the one instance of the ReusablePool class.

A Client object calls a ReusablePool object's acquireReusable method when it needs a Reusable object. A ReusablePool object maintains a collection of Reusable objects. It uses the collection of Reusable objects to contain a pool of Reusable objects that are not currently in use.

If there are any Reusable objects in the pool when the acquireReusable method is called, it removes a Reusable object from the pool and returns it. If the pool is empty, then the acquireReusable method creates a Reusable object if it can. If the acquireReusable method cannot create a new Reusable object, then it waits until a Reusable object is returned to the collection.

Client objects pass a Reusable object to a ReusablePool object's releaseReusable method when they are finished with the object. The releaseReusable method returns a Reusable object to the pool of Reusable objects that are not in use.

In many applications of the Object Pool pattern, there are reasons for limiting the total number of Reusable objects that may exist. In such cases, the ReusablePool object that creates Reusable objects is responsible for not creating more than a specified maximum number of Reusable objects. If ReusablePool objects are responsible for limiting the number of objects they will create, then the ReusablePool class will have a method for specifying the maximum number of objects to be created. That method is indicated in the above diagram as setMaxPoolSize.

### **Example**

Object pool pattern is similar to an office warehouse. When a new employee is hired, office manager has to prepare a work space for him. She figures whether or not there's a spare equipment in the office warehouse. If so, she uses it. If not, she places an order to purchase new equipment from Amazon. In case if an employee is fired, his equipment is moved to warehouse, where it could be taken when new work place will be needed.
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### **Check** **list**

1. Create ObjectPool class with private array of Objects inside
2. Create acquire and release methods in ObjectPool class
3. Make sure that your ObjectPool is Singleton

### **Rules** **of** **thumb**

* The Factory Method pattern can be used to encapsulate the creation logic for objects. However, it does not manage them after their creation, the object pool pattern keeps track of the objects it creates.
* Object Pools are usually implemented as Singletons.